Изпитна тема № 4: Обектно-ориентирано програмиране

**План-тезис:** Компонентно тестване. Шаблонни класове и методи. Наследяване, абстракция и интерфейси. Полиморфизъм. Итератори. Компаратори. Отражение на типовете. Ламбда изрази и функции. Библиотека за обработка на колекции. Делегати. Комуникация между обекти. Изключения. Работа с потоци и файлове. Базови шаблони за дизайн.

**Компонентно тестване -** Вид софтуерно тестване, при който се прави тестване на всеки отделен компонент поотделно без да се засягат другите компоненти. Други наименования на този тип тестване биват: Единично тестване(Unit Testing), Програмно тестване(Program Testing) или Модулно тестване(Module Testing).

**Шаблонни класове -** Шаблонните класове съдържат операции, които не са специфични за определен тип данни. Шаблонните класове се използват най-много при колекции като свързани списъци, хеш-таблици, стекове, опашки, дървета и т. н. Операциите като добавяне и премахване на елементи от колекциите се правят по един и същи начин, независимо от типа данни, който се пази.

**Шаблонни методи -** Методи в C#, които се дефинират с “type” параметри. Долу на снимката е даден пример.

![](data:image/png;base64,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)

**Наследяване -** Едно от основните свойства на ООП. Позволява дефинирането на дъщерен клас, който преизползва(наследява), разширява или модифицира поведението на “родителски” клас. Класът, чиито параметри се наследяват, се нарича “базов клас”(base class). Класът, който наследява членовете на базовия клас се нарича “произлизащ клас”(derived class). В C# и .NET един клас може да наследи максимум един друг клас. Наследяването обаче е “транзитивно”(transitive), което ще рече, че клас “D” може да наследи клас “C”, а клас “C” да наследи клас “B” и така по-надълбоко в йерархията.

**Абстракция -** Представлява скриване на определени детайли и показване на само важна за потребителя информация. Абстракцията може да бъде постигната или с абстрактни класове, или с абстрактни интерфейси. За тази цел се използва ключовата дума “abstract” като модификатор. Абстрактният клас е ограничен клас, който не може да бъде използван за създаването на обекти(за да бъде достъпен, трябва да се наследи от друг клас), но може да съдържа както абстрактни, така и обикновени методи. Абстрактният метод може да се използва единствено в абстрактен клас и няма тяло. Тялото му се дефинира в произлизащия клас(derived class).

**Интерфейси -** Изцяло абстрактен клас, който може да съдържа само абстрактни методи и свойства(properties), с празни “тела”. По конвенция е прието имената на интерфейсите да започват с буквата “I”. По подразбиране, членовете на интерфейс са абстрактни и публични. За да се имплементира интерфейс, трябва да се използва символът “:”(като при наследяването). Тялото на интерфейсните методи се дефинира в “имплементиращия” клас. Интерфейсите не могат да се използват за създаването на обекти. При дефиниране на интерфейс не е нужно да се прави “override” на всеки от методите му.

**Полиморфизъм -** Появява се когато има много класове, които са свързани един с друг чрез наследяване. Позволява едни и същи методи да извършват различни действия. Това позволява да се изпълнява едно действие по няколко начина и преизползване на код. Модификаторът “virtual” позволява базов метод да бъде преизползван, но произлизащите от него методи трябва да бъдат с модификатори “override”.

**Итератори -** Използва се за преминаване през колекции(списъци и масиви). Итериращ метод или “get” достъпвател(accessor) прави специфична итерация върху дадена колекция. Итераторът използва “yield return” обявление, за да върне всеки елемент по веднъж. Когато такова обявление бъде достигнато, моментната локация в кода се запомня. Изпълнението се рестартира от тази локация следващия път, когато итериращата функция бъде извикана. Итератори биват използвани при употребата на “foreach” цикли или LINQ заявки.

**Компаратори -** В C# има два класа, които служат за сравняването на данни - “Comparer<T>” и “IComparer<T>”. Единият е интерфейс, съдържащ декларация на функция за сравняване на обекти по стойности по подразбиране(обикновено стрингове), а другият е клас, който дефинира произлизаща функция за сравняване. Те се достъпват при използването на оператори като “==” или извикване на метода “.Equals” или “.Compare”.

**Отражение на типовете(Reflection) -** Предлага обекти, които описват “сглобки”(assemblies), модули и типове. Може да се използва за динамично създаване на инстанция на тип и свързване на типа към съществуващ обект или за вземане на тип от съществуващ обект и извикване на неговите методи или достъпване на неговите полета и свойства. Ако са използвани атрибути в кода, отражението на типовете позволява те да бъдат достъпвани.

**Ламбда изрази и функции -** Набор от функции, които са дефинирани на един ред, без тяло. Делят се на ламбда изрази(имат израз за тяло) и ламбда обявления(имат набор от обявления в тялото си). Операторът за ламбда декларации е “=>” и той разделя списъка с параметри на ламбда функцията/израза от нейното тяло. Параметрите се указват от лявата страна на оператора, а израза или обявлението - от дясната. Всеки ламбда израз може да бъде превърнат в делегатен тип, а това зависи от типовете на параметрите и връщаната стойност.

**Библиотека за обработка на колекции -** Библиотеката LINQ(Language-Integrated Query) може да бъде използвана за достъпване на колекции. LINQ заявките предоставят функционалности като филтриране, подреждане и групиране.

**Делегати -** Тип, който представлява референции към методи с определен набор от параметри и определен връщан тип. Когато делегат бива инстанциран, неговата инстанция може да бъде свързана с всеки метод, който има сходни параметри и връщан тип. Методът може да бъде извикван през инстанцията на делегата. Делегатите се използват за подаване на методи като аргументи на други методи.

**Комуникация между обекти -** В C# съществуват два класа, които отговарят за комуникацията между обекти - CommunicationObject и ICommunicationObject. CommunicationObject класа имплементира ICommunicationObject интерфейса за всички комуникационни обекти в Windows Communication Foundation(WCF). Имплементациите на методите отговарят за валидацията на параметрите, активират събития, които известяват относно появата на промени в състоянията, предоставят средствата към свързаното допълнително обработване с тези промени в състоянието и уверяват, че тези промени са координирани.

**Изключения -** Произлизат от класа System.Exception и трябва да бъдат хващани с try-catch комбинации от команди. Ако не бъде намерен подходящ сценарий за съответния вид изключение, програмата спира да работи и се връща съобщение за грешка. Изключенията се използват за връщане на подробна информация при възникване на грешка в дадена програма.

**Работа с потоци и файлове -** Входът и изходът на файлове и потоци се отнася към пренасянето на данни към или от дадено място за съхранение. В .NET библиотеките на System.IO съдържат типове, които позволяват четенето и писането, както синхронно, така и асинхронно на потоци от данни и файлове. Тези библиотеки също така съдържат типове, които извършват компресия и декомпресия на файлове и типове, които позволяват комуникация през работни потоци и серийни портове. Файловете представляват подредена и наименована колекция от байтове, която има постоянно съхранение. Потоците са поредици от байтове, от които може да се чете и да се пише на различни места за съхранение(дискове или памет). Освен файлови потоци съществуват мрежови, съхранителни(memory) и работнолинейни(pipe) потоци.

**Базови шаблони за дизайн -** Използват се, за да се дефинират основните стъпки на даден алгоритъм и да се разреши имплементацията на индивидуалните стъпки да бъде променяна. Този тип модели за дизайн е близък до стратегическия модел за дизайн. Главната разлика е възможността да се сменят части от алгоритъма вместо целия алгоритъм. При базовите шаблони за дизайн абстрактен клас дефинира шаблонния метод и този метод включва стъпките, които се имплементират от класовете-наследници.

Условие на приложната задача:

<https://drive.google.com/file/d/18fBvuLk2fi6zaIKmEOEQQ0DtwNDAtLGn/view?usp=sharing>

Решение на приложната задача:

<https://github.com/VKarazhekov/izpitni_temi_Vasil_Karazhekov/tree/master/Izpitna_tema_4_OOP>